ЭТАПЫ ВЫПОЛНЕНИЯ

1. Сопровождение таблиц:

1.1. Создание файла;

1.2. Сопровождение объектов.

Таблица 1 – Сопровождение таблиц баз данных

| Таблица | Поле | Тип данных | Обязательное | Ограничения | Было | Стало | Результат |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Статус вольера (Enclosure\_Status) | Enclosure\_Status\_Code | Serial | Да | Суррогатный ключ |  | create table Enclosure\_Status (  Enclosure\_Status\_Code serial not null constraint PK\_Enclosure\_Status primary key,  Enclosure\_Status\_Name varchar(100) not null constraint UQ\_Enclosure\_Status\_Name unique  );  create index if not exists index\_Enclosure\_Status\_Code on Enclosure\_Status(Enclosure\_Status\_Code);  create index if not exists index\_Enclosure\_Status\_Name on Enclosure\_Status(Enclosure\_Status\_Name); |  |
| Enclosure\_Status\_Name | Varchar (100) | Да | Уникальное |  |
| Перечень работ (Work\_List) | Work\_List\_Code | Serial | Да | Суррогатный ключ |  | create table Work\_List (  Work\_List\_Code serial not null constraint PK\_Work\_List primary key,  Work\_List\_Name varchar(100) not null constraint UQ\_Work\_List\_Name unique,  Work\_List\_Interval interval not null  );  create index if not exists index\_Work\_List\_Code on Work\_List (Work\_List\_Code);  create index if not exists index\_Work\_List\_Name on Work\_List (Work\_List\_Name); |  |
| Work\_List\_Name | Varchar(100) | Да |  |
| Work\_List\_Interval | Interval | Да | > 0,  <= Дата конца работ – Дата начала работ |
| Статус работ (Work\_Status) | Work\_Status\_Code | Serial | Да | Суррогатный ключ |  |  |  |
| Work\_Status\_Name | Varchar(25) | Да | Уникальное  [ожидается начало, ведутся ремонтные работы, завершён] |  | create table Work\_Status (  Work\_Status\_Code serial not null constraint PK\_Work\_Status primary key,  Work\_Status\_Name varchar(100) not null constraint UQ\_Work\_Status\_Name unique  constraint CH\_Work\_Status\_Name check (Work\_Status\_Name in ('Ожидается начало', 'Ведутся ремонтные работы', 'Завершен'))  );  create index if not exists index\_Work\_Status\_Code on Work\_Status (Work\_Status\_Code);  create index if not exists index\_Work\_Status\_Name on Work\_Status (Work\_Status\_Name); |
| План работ (Work\_Plan) | Work\_Plan\_Code | Serial | Да | Суррогатный ключ |  | create table Work\_Plan (  Work\_Plan\_Code serial not null constraint PK\_Work\_Plan primary key,  Work\_Plan\_Number varchar(20) not null constraint UQ\_Work\_Plan\_Number unique  constraint CH\_Work\_Plan\_Number check (Work\_Plan\_Number similar to '(ГРМ)-(\d{2})-(\d{10})'),  Work\_Plan\_Date date not null,  Work\_Plan\_Start\_Date date not null,  Work\_Plan\_End\_Date date not null,  Work\_Plan\_Instruction varchar(100) not null,  Work\_Plan\_Enclosure int not null references Enclosure (ID\_Enclosure),  Work\_Plan\_Status int not null references Work\_Status (Work\_Status\_Code)  );  create index if not exists index\_Work\_Plan\_Code on Work\_Plan (Work\_Plan\_Code);  create index if not exists index\_Work\_Plan\_Number on Work\_Plan (Work\_Plan\_Number); |  |
| Work\_Plan\_Number | Varchar(100) | Да | Уникальное,  (ГРМ)-(\d{2})-(\d{10}) |
| Work\_Plan\_Date | Date | Да | = Текущая дата |
| Work\_Plan\_Enclosure | Int | Да | Внешний ключ |
| Work\_Plan\_Start\_Date | Date | Да | >= Дата заявки |
| Work\_Plan\_End\_Date | Date | Да | > Дата начала работ |
| Work\_Plan\_Instruction | Varchar(100) | Да |  |
| Work\_Plan\_Status | Varchar(25) | Да | Внешний ключ |
| Перечень и план работ (Work\_List\_Plan) | Work\_List\_Plan\_Code | Serial | Да | Суррогатный ключ |  | create table Work\_List\_Plan (  Work\_List\_Plan\_Code serial not null constraint PK\_Work\_List\_Plan primary key,  Code\_Work\_List int not null references Work\_List (Work\_List\_Code)  constraint UQ\_Code\_Work\_List unique,  Code\_Work\_Status int not null references Work\_Status (Work\_Status\_Code)  );  create index if not exists index\_Work\_List\_Plan\_Code on Work\_List\_Plan (Work\_List\_Plan\_Code); |  |
| Work\_List\_Code | Int | Да | Уникальное,  Внешний ключ |
| Work\_Plan\_Code | Int | Да | Внешний ключ |
| Ареал обитания (Habitat) | Habitat\_Name | Varchar(100) | Да | Уникальное | create table if not exists Habitat (  Habitat\_Code serial not null constraint PK\_Habitat primary key,  Habitat\_Name varchar(100) not null  ); | alter table Habitat  add constraint UQ\_Habitat\_Name unique (Habitat\_Name); |  |
| Habitat\_Code | Serial | Да | Суррогатный ключ |  |
| Должность сотрудника (Employee\_Post) | Employee\_Post\_Code | Int | Да | Суррогатный ключ | create table if not exists Employee\_Post (  Employee\_Post\_Code serial not null constraint PK\_Employee\_Post primary key,  Employee\_Post\_Name varchar(50) not null  ); | alter table Employee\_Post  add constraint UQ\_Employee\_Post\_Name unique (Employee\_Post\_Name); |  |
| Employee\_Post\_Name | Varchar(50) | Да | Уникальное |
| Посетитель (Visitor) | ID\_Visitor | Serial | Да | Суррогатный ключ | create table if not exists Visitor (  ID\_Visitor serial not null constraint PK\_Visitor primary key,  Login\_Visitor varchar(50) not null,  Name\_Visitor varchar(50) not null,  Surname\_Visitor varchar(50) not null,  Patronymic\_Visitor varchar(50) null,  Passport\_Series\_Visitor varchar(4) not null,  Passport\_Number\_Visitor varchar(6) not null,  Benefits\_Visitor int not null,  Password\_Visitor varchar(36) not null  ); | alter table Visitor  add constraint UQ\_Login\_Visitor unique (Login\_Visitor),  add constraint CH\_Login\_Visitor check (Login\_Visitor similar to '[\w]{6,}'),  alter column Patronymic\_Visitor  set default 'Нет данных',  add constraint CH\_Passport\_Series\_Visitor check (Passport\_Series\_Visitor similar to '[0-9]{4}'),  add constraint CH\_Passport\_Number\_Visitor check (Passport\_Number\_Visitor similar to '[0-9]{6}'),  add constraint CH\_Benefits\_Visitor check (Benefits\_Visitor >= 0),  add constraint CH\_Password\_Visitor check (Password\_Visitor similar to '[\w0-9!@#$%^&\*()]{8,}'); |  |
| Login\_Visitor | Varchar(50) | Да | Уникальное  Length >= 6, [a-Z] |  |
| Name\_Visitor | Varchar(50) | Да |  |
| Surname\_Visitor | Varchar(50) | Да |  |
| Patronymic\_Visitor | Varchar(50) | Нет | Default “Нет данных“ |
| Passport\_Series\_Visitor | Varchar(4) | Да | [0-9]{4} |
| Passport\_Number\_Visitor | Varchar(6) | Да | [0-9]{6} |
| Benefits\_Visitor | Int | Да | >= 0 |
| Password\_Visitor | Varchar(36) | Да | Length >= 8, [a-Z][0-9][!@#$%^&\*()] |
| Вид посетителя (Visitor Type) | ID\_Visitor\_Type | Serial | Да | Суррогатный ключ | create table if not exists Visitor\_Document (  ID\_Document serial not null constraint PK\_Visitor\_Document primary key,  Number\_Document varchar(20) not null,  ID\_Visitor\_Type int not null references Visitor\_Type (ID\_Visitor\_Type),  ID\_Visitor int not null references Visitor (ID\_Visitor)  ); | alter table Visitor\_Type  add constraint UQ\_Name\_Visitor\_Type unique (Name\_Visitor\_Type); |  |
| Name\_Visitor\_Type | Varchar(50) | Да | Уникальное |
| Документ посетителя (Visitor Document) | ID\_Document | Serial | Да | Суррогатный ключ | create table if not exists Visitor\_Document (  ID\_Document serial not null constraint PK\_Visitor\_Document primary key,  Number\_Document varchar(20) not null,  ID\_Visitor\_Type int not null references Visitor\_Type (ID\_Visitor\_Type),  ID\_Visitor int not null references Visitor (ID\_Visitor)  ); | alter table Visitor\_Document  add constraint UQ\_Number\_Document unique (Number\_Document),  add constraint CH\_Number\_Document check (Number\_Document similar to '\d+\/?\d\*-?\d\*-?\d\*-?\d\*'); |  |
| ID\_Visitor\_Type | Int | Да | Внешний ключ |
| ID\_Visitor | Int | Да | Внешний ключ |
| Number\_Document | Varchar(20) | Да | Уникальное  ([0-9]{6},  [0-9]{3}-[0-9]{3}-[0-9]{3}-[0-9]{2},  [0-9]{1,2}/[0-9]{2,3}-[0-9]{8}-[0-9]{2}) |
| Вольер (Enclosure) | ID\_Enclosure | Serial | Да | Суррогатный ключ | create table if not exists Enclosure (  ID\_Enclosure serial not null constraint PK\_Enclosure primary key,  Name\_Enclosure varchar(50) not null,  Status\_Enclosure varchar(16) not null  ); | alter table Enclosure  add constraint UQ\_Name\_Enclosure unique (Name\_Enclosure),  add constraint CH\_Name\_Enclosure check (Name\_Enclosure similar to '[A-Z]{1}[0-9]{1}'),  add constraint CH\_Status\_Enclosure check (Status\_Enclosure similar to 'Открыт|Переоборудование|Ремонт'); |  |
| Name\_Enclosure | Varchar(50) | Да | Уникальное  [A-Z]{1}[0-9]{1} |
| Status\_Enclosure | Varchar(16) | Да | Открыт, Переоборудование, Ремонт |
| Сотрудник (Employee) | ID\_Employee | Serial | Да | Суррогатный ключ | create table if not exists Employee (  ID\_Employee serial not null constraint PK\_Employee primary key,  Login\_Employee varchar(100) not null,  Surname\_Employee varchar(50) not null,  Name\_Employee varchar(50) not null,  Patronymic\_Employee varchar(50) null,  Password\_Employee varchar(36) not null,  Employee\_Post\_Code int not null references Employee\_Post (Employee\_Post\_Code)  ); | create table if not exists Employee (  ID\_Employee serial not null constraint PK\_Employee primary key,  Login\_Employee varchar(100) not null,  Surname\_Employee varchar(50) not null,  Name\_Employee varchar(50) not null,  Patronymic\_Employee varchar(50) null,  Password\_Employee varchar(36) not null,  Employee\_Post\_Code int not null references Employee\_Post (Employee\_Post\_Code)  ); |  |
| Login\_Employee | Varchar(100) | Да | Уникальное  Length >= 6, [a-Z] |
| Surname\_Employee | Varchar(50) | Да |  |
| Name\_Employee | Varchar(50) | Да |  |
| Patronymic\_Employee | Varchar(50) | Нет | Default “Нет данных“ |
| Password\_Employee | Varchar(36) | Да | Length >= 8, [a-Z][0-9][!@#$%^&\*()] |
| Employee\_Post\_Code | int | Да | Внешний ключ |
| Сотрудники и вольер (Employee\_Enclosure) | ID\_Employee\_Enclosure | Serial | Да | Суррогатный ключ | create table if not exists Employee\_Enclosure (  ID\_Employee\_Enclosure serial not null constraint PK\_Employee\_Enclosure primary key,  ID\_Employee int not null references Employee (ID\_Employee),  ID\_Enclosure int not null references Enclosure (ID\_Enclosure)  ); |  |  |
| ID\_Employee | Int | Да | Внешний ключ |
| ID\_Enclosure | Int | Да | Внешний ключ |
| Животное (Animal) | ID\_Animal | Serial | Да | Суррогатный ключ | create table if not exists Animal (  ID\_Animal serial not null constraint PK\_Animal primary key,  Number\_Animal varchar(11) not null,  Description\_Animal varchar(100) not null,  Picture\_Animal varchar(100) not null,  ID\_Animal\_Type int not null references Animal\_Type (ID\_Animal\_Type),  Habitat\_Code int not null references Habitat (Habitat\_Code),  ID\_Enclosure int not null references Enclosure (ID\_Enclosure),  ID\_Territory int not null references Territory (ID\_Territory)  ); | alter table Animal  add constraint UQ\_Number\_Animal unique (Number\_Animal),  add constraint CH\_Number\_Animal check (Number\_Animal similar to '[A-Z]+\d{8}'); |  |
| Number\_Animal | Varchar(11) | Да | Уникальное  [A-Z]{2,3}[0-9]{8} |
| ID\_Animal\_Type | Int | Да | Внешний ключ |
| Habitat\_Code | Int | Да | Внешний ключ |
| Description\_Animal | Varchar(100) | Да |  |
| Picture\_Animal | Varchar(100) | Да |  |
| ID\_Enclosure | Int | Да | Внешний ключ |
| ID\_Territory | Int | Да | Внешний ключ |
| Отряд животного (Animal Squad) | ID\_Animal\_Squad | Serial | Да | Суррогатный ключ | create table if not exists Animal\_Squad (  ID\_Animal\_Squad serial not null constraint PK\_Animal\_Squad primary key,  Name\_Animal\_Squad varchar(100) not null  ); | alter table Animal\_Squad  add constraint UQ\_Name\_Animal\_Squad unique(Name\_Animal\_Squad); |  |
| Name\_Animal\_Squad | Varchar(100) | Да | Уникальное |
| Семейство животного (Animal Family) | ID\_Animal\_Family | Serial | Да | Суррогатный ключ | create table if not exists Animal\_Family (  ID\_Animal\_Family serial not null constraint PK\_Animal\_Family primary key,  Name\_Animal\_Family varchar(100) not null,  ID\_Animal\_Squad int not null references Animal\_Squad(ID\_Animal\_Squad)  ); | alter table Animal\_Family  add constraint UQ\_Name\_Animal\_Family unique(Name\_Animal\_Family); |  |
| Name\_Animal\_Family | Varchar(100) | Да | Уникальное |
| ID\_Animal\_Squad | Int | Да | Внешний ключ |
| Вид животного (Animal Type) | ID\_Animal\_Type | Serial | Да | Суррогатный ключ | create table if not exists Animal\_Type (  ID\_Animal\_Type serial not null constraint PK\_Animal\_Type primary key,  Name\_Animal\_Type varchar(100) not null,  ID\_Animal\_Family int not null references Animal\_Family(ID\_Animal\_Family)  ); | alter table Animal\_Family  add constraint UQ\_Name\_Animal\_Family unique(Name\_Animal\_Family); |  |
| Name\_Animal\_Type | Varchar(100) | Да | Уникальное |
| ID\_Animal\_Family | Int | Да | Внешний ключ |
| Территория для посетителя (Territory) | ID\_Territory | Serial | Да | Суррогатный ключ | create table if not exists Territory (  ID\_Territory serial not null constraint PK\_Territoty primary key,  Name\_Territory varchar(100) not null,  Price\_Territory decimal(5, 2) not null  ); | alter table Territory  add constraint UQ\_Name\_Territory unique (Name\_Territory),  add constraint CH\_Price\_Territory check (Price\_Territory >= 0); |  |
| Name\_Territory | Varchar(100) | Да | Уникальное |
| Price\_Territory | Decimal(5,2) | Да | >= 0 |
| Билет (Ticket) | ID\_Ticket | Serial | Да | Суррогатный ключ | create table if not exists Ticket (  ID\_Ticket serial not null constraint PK\_Ticket primary key,  Number\_Ticket varchar(16) not null,  Datetime\_Ticket timestamp not null,  Price\_Ticket decimal(6, 2) not null,  Total\_Sum\_Ticket decimal(6, 2) not null,  ID\_Visitor int not null references Visitor (ID\_Visitor)  ); | alter table Ticket  add constraint CH\_Number\_Ticket check (Number\_Ticket similar to 'ПБЗ-\d{9}\/\d{2}'),  add constraint CH\_Price\_Ticket check (Price\_Ticket >= 0),  add constraint CH\_Total\_Sum\_Ticket check (Total\_Sum\_Ticket >= 0); |  |
| ID\_Visitor | Int | Да | Внешний ключ |
| Number\_Ticket | Varchar(15) | Да | ПБ3-[0-9]{9}/Последние две цифры тек. года |
| Datetime\_Ticket | Timestamp | Да | = Текущая дата |
| Price\_Ticket | Decimal(6,2) | Да | >= 0 |
| Total\_Sum\_Ticket | Decimal(6,2) | Да | >= 0 |
| Территория и билет (Territory\_Ticket) | ID\_Territory\_Ticket | Serial | Да | Суррогатный ключ | create table if not exists Territory\_Ticket (  ID\_Territory\_Ticket serial not null constraint PK\_Territory\_Ticket primary key,  ID\_Territory int not null references Territory (ID\_Territory),  ID\_Ticket int not null references Ticket (ID\_Ticket)  ); |  |  |
| ID\_Territory | Int | Да | Внешний ключ |
| ID\_Ticket | Int | Да | Внешний ключ |
| Вольер и дни ухода (Enclosure\_Care\_Day) | ID\_Enclosure\_Care\_Day | Serial | Да | Суррогатный ключ | create table if not exists Enclosure\_Care\_Day (  ID\_Enclosure\_Care\_Day serial not null constraint PK\_Enclosure\_Care\_Day primary key,  ID\_Employee\_Enclosure int not null references Employee\_Enclosure (ID\_Employee\_Enclosure),  Enclosure\_Care\_Day varchar(11) not null  ); | alter table Enclosure\_Care\_Day  add constraint CH\_Enclosure\_Care\_Day check (Enclosure\_Care\_Day similar to 'Понедельник|Вторник|Среда|Четверг|Пятница|Суббота|Воскресенье'); |  |
| ID\_Employee\_Enclosure | Int | Да | Внешний ключ |
| Enclosure\_Care\_Day | Varchar(11) | Да | Понедельник, Вторник, Среда, Четверг, Пятница, Суббота, Воскресенье |
| Время ухода (Care\_Time) | ID\_Caretime | Serial | Да | Суррогатный ключ | create table if not exists Care\_Time (  ID\_Care\_Time serial not null constraint PK\_Care\_Time primary key,  ID\_Enclosure\_Care\_Day int not null references Enclosure\_Care\_Day(ID\_Enclosure\_Care\_Day),  Care\_Time time not null  ); |  |  |
| ID\_Enclosure\_Care\_Day | Int | Да | Внешний ключ |
| Care\_Time | Time | Да |  |

2. Сопровождение хранимых процедур;

2.1. Создание файла;

![](data:image/png;base64,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)

2.2. Набор тестовых сценариев для сопровождения хранимых процедур;  
Таблица 2 – Сценарии тестирования

| **№ Сценария** | **Характеристики** |
| --- | --- |
|  | ***Краткое описание теста*** |
| Ввод существующей области, с выводом сообщения об ошибке. |
| ***Поля ввода*** |
| Название области |
| ***Вводимые данные*** |
| Океанариум, 100.00 |
| ***Ожидаемый результат*** |
| Указанная область уже есть в справочнике! |
|  | ***Краткое описание теста*** |
| Автоматическое формирование номера плана ремонтных работ |
| ***Поля ввода*** |
| Дата формирования, Код-ключ вольера, Дата начала работ, Дата конца работ, Инструкция, Код-ключ плана . |
| ***Вводимые данные*** |
| Дата формирования: 01.05.2024, Вольер: Х1, период: 01.06.2024-10.06.2024, перемещение: Тест, Статус: Ожидается начало. |
| ***Ожидаемый результат*** |
| ГРМ-24-0000000004 |
|  | ***Краткое описание теста*** |
| Удаление статуса вольера |
| ***Поля ввода*** |
| Удаление статуса вольера |
| ***Вводимые данные*** |
| Открыт |
| ***Ожидаемый результат*** |
| Указанный статус не может быть удалён, т.к. он распределён к вольерам. |
|  | ***Краткое описание теста*** |
| Проверка сопоставления, названия животного с ареалом обитания. |
| ***Поля ввода*** |
| : Код-ключ животного, Код-ключ ареала |
| ***Вводимые данные*** |
| Животное: Орел, Ареал: Евразия. |
| ***Ожидаемый результат*** |
| Выбранный ареал уже есть у указанного животного! |
|  | ***Краткое описание теста*** |
| Автоматический перерасчёт стоимости билета, при добавлении дополнительной области. |
| ***Поля ввода*** |
| Код-ключ билета, Код-ключ области. |
| ***Вводимые данные*** |
| Билет: ПБЗ-000000001/23, Область: Контактный зоопарк. |
| ***Ожидаемый результат*** |
| 1100 |

* 1. Сопровождение и тестирование хранимых процедур;

Таблица 3 – Реализация хранимых процедур

|  |  |  |  |
| --- | --- | --- | --- |
| **№ Сценария** | Скрипт | Результат | Статус тестирования |
|  | create or replace procedure Territory\_Insert (p\_Name\_Territory varchar(100), p\_Price\_Territory decimal(2, 5))  language plpgsql  as $$  begin  insert into Territory (Name\_Territory, Price\_Territory)  values (p\_Name\_Territory, p\_Price\_Territory);  exception when others then  raise notice 'Указанная территория уже есть в таблице!';  end;  $$;  call Territory\_Insert('Океанариум', 100.00);  select \* from territory; |  | Пройден |
|  | create or replace procedure Work\_Plan\_Insert(p\_Work\_Plan\_Date date, p\_Work\_Plan\_Start\_Date date,  p\_Work\_Plan\_End\_Date date, p\_Work\_Plan\_Instruction varchar(100), p\_Work\_Plan\_Enclosure int, p\_Work\_Plan\_Status int)  language plpgsql  as $$  declare  work\_plan\_year varchar(4) := date\_part('year', p\_Work\_Plan\_Date);  p\_Work\_plan\_number varchar(20) := 'ГРМ-'||substring(work\_plan\_year, 3, 2);  work\_plan\_counter integer := (select count(\*) from work\_plan) + 1;  work\_plan\_zeros varchar(11) := LPAD(work\_plan\_counter::text, 10, '0');  begin  p\_Work\_plan\_number := p\_Work\_plan\_number || '-' || work\_plan\_zeros;  insert into Work\_Plan(Work\_Plan\_Number, Work\_Plan\_Date, Work\_Plan\_Start\_Date, Work\_Plan\_End\_Date, Work\_Plan\_Instruction, Work\_Plan\_Enclosure, Work\_Plan\_Status)  values (p\_Work\_Plan\_Number, p\_Work\_Plan\_Date, p\_Work\_Plan\_Start\_Date, p\_Work\_Plan\_End\_Date, p\_Work\_Plan\_Instruction, p\_Work\_Plan\_Enclosure, p\_Work\_Plan\_Status);  end;  $$; |  | Пройден |
|  | create or replace procedure Enclosure\_Status\_Delete (p\_ID\_Enclosure\_Status int)  language plpgsql  as $$  declare  p\_Exist\_Enclosures smallint := count(\*) from Enclosure  where status\_enclosure = p\_ID\_Enclosure\_Status;  begin  if(p\_Exist\_Enclosures > 0) then  raise notice 'Данный статус вольера не может быть удалён, т.к. он используется в вольерах';  else  delete from Enclosure  where  ID\_Enclosure = p\_ID\_Enclosure;  end if;  end;  $$;  call Enclosure\_Status\_Delete(1); |  | Пройден |
|  | create or replace procedure Animal\_Update (p\_ID\_Animal int, p\_Number\_Animal varchar(11), p\_Description\_Animal varchar(100), p\_Picture\_Animal varchar(100), p\_ID\_Animal\_Type int, p\_Habitat\_Code int, p\_ID\_Enclosure int, p\_ID\_Territory int)  language plpgsql  as $$  declare  p\_old\_animal\_habitat\_code int := (select Habitat\_Code from animal where id\_animal = p\_id\_animal);  begin  if(p\_old\_animal\_habitat\_code = p\_Habitat\_Code) then  raise notice 'Выбранный ареал уже есть у указанного животного!';  else  update Animal set  Number\_Animal = p\_Number\_Animal,  Description\_Animal = p\_Description\_Animal,  Picture\_Animal = p\_Picture\_Animal,  ID\_Animal\_Type = p\_ID\_Animal\_Type,  Habitat\_Code = p\_Habitat\_Code,  ID\_Enclosure = p\_ID\_Enclosure,  ID\_Territory = p\_ID\_Territory  where  ID\_Animal = p\_ID\_Animal;  end if;  end;  $$;  call animal\_update(1, 's', 's', 'f', 1, 1, 1, 1); |  | Пройден |
|  | create or replace procedure Territory\_Ticket\_Insert (p\_ID\_Territory int, p\_ID\_Ticket int)  language plpgsql  as $$  declare  p\_territory\_ticket\_old\_sum decimal(6, 2) := (select total\_sum\_ticket from ticket where id\_ticket = p\_id\_ticket);  p\_Visitor\_Id int := (select id\_visitor from ticket where id\_ticket = p\_id\_ticket);  p\_Visitor\_Benefits int := (select benefits\_visitor from visitor where id\_visitor = p\_Visitor\_Id);  p\_territory\_price decimal(5, 2) := (select price\_territory from territory where id\_territory = p\_ID\_Territory);  p\_territory\_ticket\_new\_sum decimal(6, 2) := 0;  begin  if (p\_Visitor\_Benefits > 0) then  p\_territory\_ticket\_new\_sum := p\_territory\_ticket\_old\_sum + (p\_territory\_price \* p\_Visitor\_Benefits);  else  p\_territory\_ticket\_new\_sum := p\_territory\_ticket\_old\_sum + p\_territory\_price;  end if;  update ticket set  total\_sum\_ticket = p\_territory\_ticket\_new\_sum  where id\_ticket = p\_id\_ticket;  insert into Territory\_Ticket (ID\_Territory, ID\_Ticket)  values (p\_ID\_Territory, p\_ID\_Ticket);  end;  $$;  call territory\_ticket\_insert(3, 1); |  | Пройден |

2.4. Создание не реализованных ранее хранимых процедур и дополнение процедур для верификации данных;

Таблица 4 – Реализация хранимых процедур

| № ПП | Скрипт | Результат |
| --- | --- | --- |
|  | exception when others then  raise notice 'Указанный ареал обитания уже есть в таблице!'; |  |
|  | create or replace procedure Enclosure\_Status\_Update (p\_enclosure\_status\_code int, p\_enclosure\_status\_name Varchar(100))  language plpgsql  as $$  begin  update Enclosure\_Status set  enclosure\_status\_name = p\_enclosure\_status\_name  where  enclosure\_status\_code = p\_enclosure\_status\_code;  end;  $$; |
|  | create or replace procedure Enclosure\_Status\_Delete (p\_ID\_Enclosure\_Status int)  language plpgsql  as $$  declare  p\_Exist\_Enclosures smallint := count(\*) from Enclosure  where status\_enclosure = p\_ID\_Enclosure\_Status;  begin  if(p\_Exist\_Enclosures > 0) then  raise notice 'Данный статус вольера не может быть удалён, т.к. он используется в вольерах';  else  delete from Enclosure  where  ID\_Enclosure = p\_ID\_Enclosure;  end if;  end;  $$; |
|  | create or replace procedure work\_list\_Insert (p\_work\_list\_name varchar(100), p\_work\_list\_interval interval)  language plpgsql  as $$  begin  insert into work\_list (work\_list\_name, work\_list\_interval)  values (p\_work\_list\_name, p\_work\_list\_interval);  exception when others then  raise notice 'Указанная работа уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure work\_list\_Update (p\_work\_list\_code int, p\_work\_list\_name varchar(100), p\_work\_list\_interval interval)  language plpgsql  as $$  begin  update work\_list set  work\_list\_name = p\_work\_list\_name,  work\_list\_interval = p\_work\_list\_interval  where  work\_list\_code = p\_work\_list\_code;  end;  $$; |
|  | create or replace procedure work\_list\_Delete (p\_work\_list\_code int)  language plpgsql  as $$  declare  p\_Exist\_Works smallint := count(\*) from Work\_List\_plan  where code\_work\_list = p\_work\_list\_code;  begin  if(p\_Exist\_Works > 0) then  raise notice 'Данная работа не может быть удалена, т.к. она используется в плане работ';  else  delete from work\_list  where  work\_list\_code = p\_work\_list\_code;  end if;  end;  $$; |
|  | create or replace procedure Work\_Status\_Insert (Work\_Status\_Name varchar(100))  language plpgsql  as $$  begin  insert into Work\_Status (Work\_Status\_name)  values (p\_Work\_Status\_name);  end;  $$; |  |
|  | create or replace procedure Work\_Status\_Update (p\_Work\_Status\_code int, p\_Work\_Status\_name Varchar(100))  language plpgsql  as $$  begin  update Work\_Status set  Work\_Status\_name = p\_Work\_Status\_name  where  Work\_Status\_code = p\_Work\_Status\_code;  end;  $$; |
|  | create or replace procedure Work\_Status\_Delete (p\_Work\_Status\_code int)  language plpgsql  as $$  begin  delete from Work\_Status  where  Work\_Status\_code = p\_Work\_Status\_code;  end;  $$; |
|  | create or replace procedure Work\_List\_Plan\_Insert (p\_code\_Work\_List int, p\_code\_Work\_Plan int)  language plpgsql  as $$  begin  insert into Work\_List\_Plan (code\_Work\_List, code\_Work\_Plan)  values (p\_code\_Work\_List, p\_code\_Work\_Plan);  end;  $$; |  |
|  | create or replace procedure Work\_List\_Plan\_Update (p\_work\_list\_plan\_code int, p\_code\_Work\_List int, p\_code\_Work\_Plan int)  language plpgsql  as $$  begin  update Work\_List\_Plan set  code\_work\_List = p\_code\_Work\_List,  code\_work\_plan = p\_code\_Work\_Plan  where  work\_list\_plan\_code = p\_work\_list\_plan\_code;  end;  $$; |
|  | create or replace procedure Work\_List\_Plan\_Delete (p\_work\_list\_plan\_code int)  language plpgsql  as $$  begin  delete from Work\_List\_Plan  where  work\_list\_plan\_code = p\_work\_list\_plan\_code;  end;  $$; |
|  | create or replace procedure Work\_Plan\_Insert(p\_Work\_Plan\_Date date, p\_Work\_Plan\_Start\_Date date,  p\_Work\_Plan\_End\_Date date, p\_Work\_Plan\_Instruction varchar(100), p\_Work\_Plan\_Enclosure int, p\_Work\_Plan\_Status int)  language plpgsql  as $$  declare  work\_plan\_year varchar(4) := date\_part('year', p\_Work\_Plan\_Date);  p\_Work\_plan\_number varchar(20) := 'ГРМ-'||substring(work\_plan\_year, 3, 2);  work\_plan\_counter integer := (select count(\*) from work\_plan) + 1;  work\_plan\_zeros varchar(11) := LPAD(work\_plan\_counter::text, 10, '0');  begin  p\_Work\_plan\_number := p\_Work\_plan\_number || '-' || work\_plan\_zeros;  insert into Work\_Plan(Work\_Plan\_Number, Work\_Plan\_Date, Work\_Plan\_Start\_Date, Work\_Plan\_End\_Date, Work\_Plan\_Instruction, Work\_Plan\_Enclosure, Work\_Plan\_Status)  values (p\_Work\_Plan\_Number, p\_Work\_Plan\_Date, p\_Work\_Plan\_Start\_Date, p\_Work\_Plan\_End\_Date, p\_Work\_Plan\_Instruction, p\_Work\_Plan\_Enclosure, p\_Work\_Plan\_Status);  end;  $$; |  |
|  | create or replace procedure work\_plan\_Update (p\_work\_plan\_code int, p\_Work\_Plan\_Date date, p\_Work\_Plan\_Start\_Date date,  p\_Work\_Plan\_End\_Date date, p\_Work\_Plan\_Instruction varchar(100), p\_Work\_Plan\_Enclosure int, p\_Work\_Plan\_Status int)  language plpgsql  as $$  begin  update Work\_Plan set  Work\_Plan\_Date = p\_Work\_Plan\_Date,  Work\_Plan\_Start\_Date = p\_Work\_Plan\_Start\_Date,  Work\_Plan\_End\_Date = p\_Work\_Plan\_End\_Date,  Work\_Plan\_Instruction = p\_Work\_Plan\_Instruction,  Work\_Plan\_Enclosure = p\_Work\_Plan\_Enclosure,  Work\_Plan\_Status = p\_Work\_Plan\_Status  where  work\_plan\_code = p\_work\_plan\_code;  end;  $$; |
|  | create or replace procedure work\_plan\_Delete (p\_work\_plan\_code int)  language plpgsql  as $$  declare  p\_Exist\_Work\_Plans smallint := count(\*) from Work\_List\_plan  where code\_work\_plan = p\_work\_plan\_code;  begin  if(p\_Exist\_Works > 0) then  raise notice 'Данный план не может быть удален, т.к. он используется в списке работ';  else  delete from work\_plan  where  work\_plan\_code = p\_work\_plan\_code;  end if;  end;  $$; |
|  | create or replace procedure Habitat\_Insert (p\_habitat\_name varchar(100))  language plpgsql  as $$  begin  insert into Habitat (habitat\_name)  values (p\_habitat\_name);  exception when others then  raise notice 'Указанный ареал обитания уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Habitat\_Update (p\_habitat\_code int, p\_habitat\_name Varchar(100))  language plpgsql  as $$  begin  update Habitat set  habitat\_name = p\_habitat\_name  where  habitat\_code = p\_habitat\_code;  exception when others then  raise notice 'Указанный ареал обитания уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Employee\_Post\_Insert (p\_Employee\_Post\_Name varchar(100))  language plpgsql  as $$  begin  insert into Employee\_Post (Employee\_Post\_Name)  values (p\_Employee\_Post\_Name);  exception when others then  raise notice 'Указанная должность сотрудника уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Habitat\_Delete (p\_habitat\_code int)  language plpgsql  as $$  declare  p\_Exist\_animals smallint := count(\*) from animal  where habitat\_code = p\_habitat\_code;  begin  if(p\_Exist\_animals > 0) then  raise notice 'Данный ареал обитания не может быть удален, т.к. он используется у животных';  else  delete from Habitat  where  habitat\_code = p\_habitat\_code;  end if;  end;  $$;  call Habitat\_Delete(1); |  |
|  | create or replace procedure Employee\_Post\_Delete (p\_Employee\_Post\_Code int)  language plpgsql  as $$  declare  p\_Exist\_employees smallint := count(\*) from employee  where employee\_post\_code = p\_Employee\_Post\_Code;  begin  if(p\_Exist\_employees > 0) then  raise notice 'Данная должность сотрудника не может быть удалена, т.к. она используется в сотрудниках';  else  delete from Employee\_Post  where  Employee\_Post\_Code = p\_Employee\_Post\_Code;  end if;  end;  $$; |  |
|  | create or replace procedure Visitor\_Insert (p\_Login\_Visitor varchar(50), p\_Name\_Visitor varchar(50), p\_Surname\_Visitor varchar(50), p\_Patronymic\_Visitor varchar(50), p\_Passport\_Series\_Visitor varchar(4), p\_Passport\_Number\_Visitor varchar(6), p\_Benefits\_Visitor int, p\_Password\_Visitor varchar(36))  language plpgsql  as $$  begin  insert into Visitor (Login\_Visitor, Name\_Visitor, Surname\_Visitor, Patronymic\_Visitor, Passport\_Series\_Visitor, Passport\_Number\_Visitor,  Benefits\_Visitor, Password\_Visitor)  values (p\_Login\_Visitor, p\_Name\_Visitor, p\_Surname\_Visitor, p\_Patronymic\_Visitor, p\_Passport\_Series\_Visitor, p\_Passport\_Number\_Visitor,  p\_Benefits\_Visitor, p\_Password\_Visitor);  exception when others then  raise notice 'Указанный посетитель уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Visitor\_Update (p\_ID\_Visitor int, p\_Login\_Visitor varchar(50), p\_Name\_Visitor varchar(50), p\_Surname\_Visitor varchar(50), p\_Patronymic\_Visitor varchar(50), p\_Passport\_Series\_Visitor varchar(4), p\_Passport\_Number\_Visitor varchar(6), p\_Benefits\_Visitor int, p\_Password\_Visitor varchar(36))  language plpgsql  as $$  begin  update Visitor set  Login\_Visitor = p\_Login\_Visitor,  Name\_Visitor = p\_Name\_Visitor,  Surname\_Visitor = p\_Surname\_Visitor,  Patronymic\_Visitor = p\_Patronymic\_Visitor,  Passport\_Series\_Visitor = p\_Passport\_Series\_Visitor,  Passport\_Number\_Visitor = p\_Passport\_Number\_Visitor,  Benefits\_Visitor = p\_Benefits\_Visitor,  Password\_Visitor = p\_Password\_Visitor  where  ID\_Visitor = p\_ID\_Visitor;  exception when others then  raise notice 'Указанный посетитель уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Visitor\_Delete (p\_ID\_Visitor int)  language plpgsql  as $$  declare  p\_Exist\_visitors smallint := count(\*) from ticket  where id\_visitor = p\_ID\_Visitor;  begin  if(p\_Exist\_visitors > 0) then  raise notice 'Данная посетитель не может быть удален, т.к. он используется в билетах';  else  delete from Visitor  where  ID\_Visitor = p\_ID\_Visitor;  end if;  end;  $$; |  |
|  | create or replace procedure Visitor\_Type\_Insert (p\_Name\_Visitor\_Type varchar(50))  language plpgsql  as $$  begin  insert into Visitor\_Type (Name\_Visitor\_Type)  values (p\_Name\_Visitor\_Type);  exception when others then  raise notice 'Указанный вид посетителя уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Visitor\_Type\_Update (p\_ID\_Visitor\_Type int, p\_Name\_Visitor\_Type Varchar(50))  language plpgsql  as $$  begin  update Visitor\_Type set  Name\_Visitor\_Type = p\_Name\_Visitor\_Type  where  ID\_Visitor\_Type = p\_ID\_Visitor\_Type;  exception when others then  raise notice 'Указанный вид посетителя уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Visitor\_Type\_Delete (p\_ID\_Visitor\_Type int)  language plpgsql  as $$  declare  p\_Exist\_type\_visitors smallint := count(\*) from Visitor\_Document  where id\_visitor = p\_ID\_Visitor\_Type;  begin  if(p\_Exist\_type\_visitors > 0) then  raise notice 'Данная вид посетителя не может быть удален, т.к. он используется в документах';  else  delete from Visitor\_Type  where  ID\_Visitor\_Type = p\_ID\_Visitor\_Type;  end if;  end;  $$; |  |
|  | create or replace procedure Visitor\_Document\_Insert (p\_Number\_Document varchar(100), p\_ID\_Visitor\_Type int, p\_ID\_Visitor int)  language plpgsql  as $$  begin  insert into Visitor\_Document (Number\_Document, ID\_Visitor\_Type, ID\_Visitor)  values (p\_Number\_Document, p\_ID\_Visitor\_Type, p\_ID\_Visitor);  exception when others then  raise notice 'Указанный документ уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Visitor\_Document\_Update (p\_ID\_Document int, p\_Number\_Document varchar(100), p\_ID\_Visitor\_Type int, p\_ID\_Visitor int)  language plpgsql  as $$  begin  update Visitor\_Document set  Number\_Document = p\_Number\_Document,  ID\_Visitor\_Type = p\_ID\_Visitor\_Type,  ID\_Visitor = p\_ID\_Visitor  where  ID\_Document = p\_ID\_Document;  exception when others then  raise notice 'Указанный документ уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Enclosure\_Insert (p\_Name\_Enclosure varchar(50), p\_Status\_Enclosure varchar(16))  language plpgsql  as $$  begin  insert into Enclosure (Name\_Enclosure, Status\_Enclosure)  values (p\_Name\_Enclosure, p\_Status\_Enclosure);  exception when others then  raise notice 'Указанный вольер уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Enclosure\_Update (p\_ID\_Enclosure int, p\_Name\_Enclosure varchar(50), p\_Status\_Enclosure varchar(16))  language plpgsql  as $$  begin  update Enclosure set  Name\_Enclosure = p\_Name\_Enclosure,  Status\_Enclosure = p\_Status\_Enclosure  where  ID\_Enclosure = p\_ID\_Enclosure;  exception when others then  raise notice 'Указанный вольер уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Enclosure\_Delete (p\_ID\_Enclosure int)  language plpgsql  as $$  declare  p\_Exist\_Enclosures smallint := count(\*) from employee\_enclosure  where id\_enclosure = p\_ID\_Enclosure;  begin  if(p\_Exist\_Enclosures > 0) then  raise notice 'Данная вольер не может быть удален, т.к. он используется в сотрудниках-вольерах';  else  delete from Enclosure  where  ID\_Enclosure = p\_ID\_Enclosure;  end if;  end;  $$; |  |
|  | create or replace procedure Employee\_Insert (p\_Login\_Employee varchar(100), p\_Surname\_Employee varchar(50), p\_Name\_Employee varchar(50),  p\_Patronymic\_Employee varchar(50), p\_Password\_Employee varchar(36), p\_Employee\_Post\_Code int)  language plpgsql  as $$  begin  insert into Employee (Login\_Employee, Surname\_Employee, Name\_Employee, Patronymic\_Employee, Password\_Employee, Employee\_Post\_Code)  values (p\_Login\_Employee, p\_Surname\_Employee, p\_Name\_Employee, p\_Patronymic\_Employee, p\_Password\_Employee, p\_Employee\_Post\_Code);  exception when others then  raise notice 'Указанный сотрудник уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Employee\_Update (p\_ID\_Employee int, p\_Login\_Employee varchar(100), p\_Surname\_Employee varchar(50), p\_Name\_Employee varchar(50),  p\_Patronymic\_Employee varchar(50), p\_Password\_Employee varchar(36), p\_Employee\_Post\_Code int)  language plpgsql  as $$  begin  update Employee set  Login\_Employee = p\_Login\_Employee,  Surname\_Employee = p\_Surname\_Employee,  Name\_Employee = p\_Name\_Employee,  Patronymic\_Employee = p\_Patronymic\_Employee,  Password\_Employee = p\_Password\_Employee,  Employee\_Post\_Code = p\_Employee\_Post\_Code  where  ID\_Employee = p\_ID\_Employee;  exception when others then  raise notice 'Указанный сотрудник уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Employee\_Delete (p\_ID\_Employee int)  language plpgsql  as $$  declare  p\_Exist\_employees smallint := count(\*) from employee\_enclosure  where id\_employee = p\_ID\_Employee;  begin  if(p\_Exist\_employees > 0) then  raise notice 'Данная сотрудник не может быть удален, т.к. он используется в сотрудниках-вольерах';  else  delete from Employee  where  ID\_Employee = p\_ID\_Employee;  end if;  end;  $$; |  |
|  | create or replace procedure Animal\_Squad\_Insert (p\_Name\_Animal\_Squad varchar(100))  language plpgsql  as $$  begin  insert into Animal\_Squad (Name\_Animal\_Squad)  values (p\_Name\_Animal\_Squad);  exception when others then  raise notice 'Указанный отдряд уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Animal\_Squad\_Update (p\_ID\_Animal\_Squad int, p\_Name\_Animal\_Squad Varchar(100))  language plpgsql  as $$  begin  update Animal\_Squad set  Name\_Animal\_Squad = p\_Name\_Animal\_Squad  where  ID\_Animal\_Squad = p\_ID\_Animal\_Squad;  exception when others then  raise notice 'Указанный отдряд уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Animal\_Squad\_Delete (p\_ID\_Animal\_Squad int)  language plpgsql  as $$  declare  p\_Exist\_squads smallint := count(\*) from Animal\_Family  where id\_animal\_squad = p\_ID\_Animal\_Squad;  begin  if(p\_Exist\_squads > 0) then  raise notice 'Данный отряд не может быть удален, т.к. он используется в семействах';  else  delete from Animal\_Squad  where  ID\_Animal\_Squad = p\_ID\_Animal\_Squad;  end if;  end;  $$; |  |
|  | create or replace procedure Animal\_Family\_Insert (p\_Name\_Animal\_Family varchar(100), p\_ID\_Animal\_Squad int)  language plpgsql  as $$  begin  insert into Animal\_Family (Name\_Animal\_Family, ID\_Animal\_Squad)  values (p\_Name\_Animal\_Family, p\_ID\_Animal\_Squad);  exception when others then  raise notice 'Указанное семейство уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Animal\_Family\_Update (p\_ID\_Animal\_Family int, p\_Name\_Animal\_Family varchar(100), p\_ID\_Animal\_Squad int)  language plpgsql  as $$  begin  update Animal\_Family set  Name\_Animal\_Family = p\_Name\_Animal\_Family,  ID\_Animal\_Squad = p\_ID\_Animal\_Squad  where  ID\_Animal\_Family = p\_ID\_Animal\_Family;  exception when others then  raise notice 'Указанное семейство уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Animal\_Family\_Delete (p\_ID\_Animal\_Family int)  language plpgsql  as $$  declare  p\_Exist\_families smallint := count(\*) from animal\_type  where id\_animal\_family = p\_ID\_Animal\_Family;  begin  if(p\_Exist\_families > 0) then  raise notice 'Данное семейство не может быть удалено, т.к. оно используется в видах';  else  delete from Animal\_Family  where  ID\_Animal\_Family = p\_ID\_Animal\_Family;  end if;  end;  $$; |  |
|  | create or replace procedure Animal\_Type\_Insert (p\_Name\_Animal\_Type varchar(100), p\_ID\_Animal\_Family int)  language plpgsql  as $$  begin  insert into Animal\_Type (Name\_Animal\_Type, ID\_Animal\_Family)  values (p\_Name\_Animal\_Type, p\_ID\_Animal\_Family);  exception when others then  raise notice 'Указанный вид уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Animal\_Type\_Update (p\_ID\_Animal\_Type int, p\_Name\_Animal\_Type varchar(100), p\_ID\_Animal\_Family int)  language plpgsql  as $$  begin  update Animal\_Type set  Name\_Animal\_Type = p\_Name\_Animal\_Type,  ID\_Animal\_Family = p\_ID\_Animal\_Family  where  ID\_Animal\_Type = p\_ID\_Animal\_Type;  exception when others then  raise notice 'Указанный вид уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Animal\_Type\_Delete (p\_ID\_Animal\_Type int)  language plpgsql  as $$  declare  p\_Exist\_types smallint := count(\*) from animal\_type  where id\_animal\_family = p\_ID\_Animal\_Family;  begin  if(p\_Exist\_types > 0) then  raise notice 'Данное семейство не может быть удалено, т.к. оно используется в видах';  else  delete from Animal\_Type  where  ID\_Animal\_Type = p\_ID\_Animal\_Type;  end if;  end;  $$; |  |
|  | create or replace procedure Territory\_Update (p\_ID\_Territory int, p\_Name\_Territory varchar(100), p\_Price\_Territory decimal(2, 5))  language plpgsql  as $$  begin  update Territory set  Name\_Territory = p\_Name\_Territory,  Price\_Territory = p\_Price\_Territory  where  ID\_Territory = p\_ID\_Territory;  exception when others then  raise notice 'Указанная территория уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Territory\_Delete (p\_ID\_Territory int)  language plpgsql  as $$  declare  p\_Exist\_territories smallint := count(\*) from animal  where id\_territory = p\_ID\_Territory;  begin  if(p\_Exist\_territories > 0) then  raise notice 'Данная территория не может быть удалена, т.к. она используется в животных';  else  delete from Territory  where  ID\_Territory = p\_ID\_Territory;  end if;  end;  $$; |  |
|  | create or replace procedure Animal\_Insert (p\_Number\_Animal varchar(11), p\_Description\_Animal varchar(100), p\_Picture\_Animal varchar(100), p\_ID\_Animal\_Type int, p\_Habitat\_Code int, p\_ID\_Enclosure int, p\_ID\_Territory int)  language plpgsql  as $$  begin  insert into Animal (Number\_Animal, Description\_Animal, Picture\_Animal, ID\_Animal\_Type, Habitat\_Code, ID\_Enclosure, ID\_Territory)  values (p\_Number\_Animal, p\_Description\_Animal, p\_Picture\_Animal, p\_ID\_Animal\_Type, p\_Habitat\_Code, p\_ID\_Enclosure, p\_ID\_Territory);  exception when others then  raise notice 'Указанное животное уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Ticket\_Insert (p\_Number\_Ticket varchar(16), p\_Datetime\_Ticket timestamp, p\_Price\_Ticket decimal(6, 2), p\_Total\_Sum\_Ticket decimal(6, 2), p\_ID\_Visitor int)  language plpgsql  as $$  begin  insert into Ticket (Number\_Ticket, Datetime\_Ticket, Price\_Ticket, Total\_Sum\_Ticket, ID\_Visitor)  values (p\_Number\_Ticket, p\_Datetime\_Ticket, p\_Price\_Ticket, p\_Total\_SUm\_Ticket, p\_ID\_Visitor);  exception when others then  raise notice 'Указанный билет уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Ticket\_Update (p\_ID\_Ticket int, p\_Number\_Ticket varchar(15), p\_Datetime\_Ticket timestamp, p\_Price\_Ticket decimal(6,2 ), p\_Total\_Sum\_Ticket decimal(6, 2), p\_ID\_Visitor int)  language plpgsql  as $$  begin  update Ticket set  Number\_Ticket = p\_Number\_Ticket,  Datetime\_Ticket = p\_Datetime\_Ticket,  Price\_Ticket = p\_Price\_Ticket,  Total\_SUm\_Ticket = p\_Total\_SUm\_Ticket,  ID\_Visitor = p\_ID\_Visitor  where  ID\_Ticket = p\_ID\_Ticket;  exception when others then  raise notice 'Указанный билет уже есть в таблице!';  end;  $$; |  |
|  | create or replace procedure Ticket\_Delete (p\_ID\_Ticket int)  language plpgsql  as $$  declare  p\_Exist\_tickets smallint := count(\*) from territory\_ticket  where id\_ticket = p\_ID\_Ticket;  begin  if(p\_Exist\_tickets > 0) then  raise notice 'Данный билет не может быть удален, т.к. он используется в территориях-билетах';  else  delete from Ticket  where  ID\_Ticket = p\_ID\_Ticket;  end if;  end;  $$; |  |
|  | create or replace procedure Enclosure\_Care\_Day\_Insert (p\_ID\_Employee\_Enclosure int, p\_Enclosure\_Care\_Day varchar(11))  language plpgsql  as $$  begin  insert into Enclosure\_Care\_Day (ID\_Employee\_Enclosure,Enclosure\_Care\_Day)  values (p\_ID\_Employee\_Enclosure, p\_Enclosure\_Care\_Day);  exception when others then  raise notice 'Указанный день недели ухода не существует. Используйте один из дней недели';  end;  $$; |  |
|  | create or replace procedure Enclosure\_Care\_Day\_Update (p\_ID\_Enclosure\_Care\_Day int, p\_ID\_Employee\_Enclosure int, p\_Enclosure\_Care\_Day varchar(11))  language plpgsql  as $$  begin  update Enclosure\_Care\_Day set  ID\_Employee\_Enclosure = p\_ID\_Employee\_Enclosure,  Enclosure\_Care\_Day = p\_Enclosure\_Care\_Day  where  ID\_Enclosure\_Care\_Day = p\_ID\_Enclosure\_Care\_Day;  exception when others then  raise notice 'Указанный день недели ухода не существует. Используйте один из дней недели';  end;  $$; |  |
|  | create or replace procedure Enclosure\_Care\_Day\_Delete (p\_ID\_Enclosure\_Care\_Day int)  language plpgsql  as $$  declare  p\_Exist\_care\_days smallint := count(\*) from Care\_Time  where id\_enclosure\_care\_day = p\_ID\_Enclosure\_Care\_Day;  begin  if(p\_Exist\_care\_days > 0) then  raise notice 'Данный день ухода не может быть удален, т.к. он используется во времени ухода';  else  delete from Enclosure\_Care\_Day  where  ID\_Enclosure\_Care\_Day = p\_ID\_Enclosure\_Care\_Day;  end if;  end;  $$; |  |

1. Распределение прав доступа к таблицам и хранимым процедурам БД;

Таблица 5 – Права доступа к таблицам и хранимым процедурам БД

| Роли | | Посетитель | Сотрудник | Администратор |
| --- | --- | --- | --- | --- |
| Название объекта | Функции |
| Enclosure\_Status | Выборка |  | X | X |
| Добавление |  |  | X |
| Изменение |  |  | X |
| Удаление |  |  |  |
| Work\_List | Выборка |  | X | X |
| Добавление |  |  | X |
| Изменение |  |  | X |
| Удаление |  |  |  |
| Work\_Status | Выборка |  | Х | X |
| Добавление |  |  | X |
| Изменение |  |  | X |
| Удаление |  |  |  |
| Work\_Plan | Выборка |  | Х | Х |
| Добавление |  |  | X |
| Изменение |  |  | X |
| Удаление |  |  |  |
| Work\_List\_Plan | Выборка |  |  | X |
| Добавление |  |  | X |
| Изменение |  |  | X |
| Удаление |  |  |  |
| Enclosure\_Status\_Insert | Вызов |  |  | X |
| Enclosure\_Status\_Update | Вызов |  |  | Х |
| Enclosure\_Status\_Delete | Вызов |  |  |  |
| Work\_List\_Insert | Вызов |  |  | X |
| Work\_List\_Update | Вызов |  |  | X |
| Work\_List\_Delete | Вызов |  |  |  |
| Work\_Status \_Update | Вызов |  |  | X |
| Work\_Status \_Insert | Вызов |  |  | X |
| Work\_Status \_Delete | Вызов |  |  |  |
| Work\_Plan \_Update | Вызов |  |  | X |
| Work\_Plan \_Insert | Вызов |  |  | X |
| Work\_Plan \_Delete | Вызов |  |  |  |
| Work\_List\_Plan \_Insert | Вызов |  |  | X |
| Work\_List\_Plan \_Delete | Вызов |  |  |  |
| Work\_List\_Plan \_Update | Вызов |  |  | X |

1. Выдача прав доступа к таблицам и хранимым процедурам БД;

Таблица 6 – Реализация разграничения прав доступа

| Название роли | Название объекта | Функция | Скрипт |
| --- | --- | --- | --- |
| zoo\_visitor | - | - | - |
| zoo\_employee | Enclosure\_Status | Select | grant select on Enclosure\_Status to zoo\_employee; |
| Work\_List | grant select on Work\_List to zoo\_employee; |
| Work\_Status | grant select on Work\_Status to zoo\_employee; |
| Work\_Plan | grant select on Work\_Plan to zoo\_employee; |
| Work\_List\_Plan | grant select on Work\_List\_Plan to zoo\_employee; |
| zoo\_administrator | Enclosure\_Status | Select, Insert, Update | grant select, insert, update on Enclosure\_Status to zoo\_administrator;  grant usage, select on sequence enclosure\_status\_enclosure\_status\_code\_seq to zoo\_administrator; |
| Work\_List | grant select, insert, update on Work\_List to zoo\_administrator;  grant usage, select on sequence work\_list\_work\_list\_code\_seq to zoo\_administrator; |
| Work\_Status | grant select, insert, update on Work\_Status to zoo\_administrator;  grant usage, select on sequence work\_status\_work\_status\_code\_seq to zoo\_administrator; |
| Work\_Plan | grant select, insert, update on Work\_Plan to zoo\_administrator;  grant usage, select on sequence work\_plan\_work\_plan\_code\_seq to zoo\_administrator; |
| Work\_List\_Plan | grant select, insert, update on Work\_List\_Plan to zoo\_administrator;  grant usage, select on sequence work\_list\_plan\_work\_list\_plan\_code\_seq to zoo\_administrator; |
| Enclosure\_Status\_Insert | Execute |  |
| Enclosure\_Status\_Update |  |
| Work\_List\_Insert |  |
| Work\_List\_Update |  |
| Work\_Status\_Update |  |
| Work\_Status\_Insert |  |
| Work\_Plan\_Update |  |
| Work\_Plan\_Insert |  |
| Work\_List\_Plan \_Insert |  |
| Work\_List\_Plan \_Update |  |

1. Создание резервной копии БД;

![](data:image/png;base64,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)

1. Версия базы данных:
   1. Отчёт о созданных объектах;

Таблица 7 – Перечень созданных объектов

|  | Информация по объектам |
| --- | --- |
| Запрос | select  information\_schema.tables.table\_name as "Название таблиц",  string\_agg(distinct information\_schema.columns.column\_name, ', ') as "Столбцы",  string\_agg(distinct pg\_indexes.indexname, ', ') as "Индексы",  string\_agg(distinct information\_schema.routines.routine\_name, ', ') as "Список процедур",  n\_live\_tup as "Кол-во записей в таблицах"  from information\_schema.tables  inner join information\_schema.columns  on information\_schema.columns.table\_name = information\_schema.tables.table\_name  inner join pg\_indexes  on information\_schema.tables.table\_name = pg\_indexes.tablename  inner join information\_schema.routines  on information\_schema.tables.table\_name = substring(information\_schema.routines.routine\_name, 1, length(information\_schema.tables.table\_name))  inner join pg\_stat\_user\_tables  on information\_schema.tables.table\_name = pg\_stat\_user\_tables.relname  where  information\_schema.tables.table\_schema = 'public'and  routine\_type = 'PROCEDURE' and  information\_schema.tables.table\_schema = 'public' and  indexname not like 'pk\_%'  group by  information\_schema.tables.table\_name,  n\_live\_tup  union all  select  (select  count(\*)::text  from information\_schema.tables  where  table\_schema = 'public'),  (select  count(information\_schema.columns.column\_name)::text  from information\_schema.tables  inner join information\_schema.columns  on information\_schema.columns.table\_name = information\_schema.tables.table\_name  where  information\_schema.tables.table\_schema = 'public'),  (select  count(pg\_indexes.indexname)::text  from information\_schema.tables  inner join pg\_indexes  on information\_schema.tables.table\_name = pg\_indexes.tablename  where  information\_schema.tables.table\_schema = 'public' and  indexname not like 'pk\_%'),  (select  count(information\_schema.routines.routine\_name)::text from information\_schema.routines  where  routine\_type = 'PROCEDURE' and  routine\_name not in ('structure\_create','structure\_re\_create')),  (select  sum(n\_live\_tup)  from pg\_stat\_user\_tables); |
| Результат локальной БД |  |
| Результат удалённой БД | Сервер не доступен |

* 1. Версия БД.

Таблица 8 – Версия файла БД

|  |  |
| --- | --- |
| Параметры | PostgreSQL |
| Номер версии | 3.1.0.1 |
| Что сделано | * Созданы 5 таблиц; * Созданы 18 столбцов; * Созданы 9 индексов; * Созданы 15 хранимые процедуры; * Добавлено 10 строк во всю структуру БД; * Произведено распределение доступа ролей к таблицам и хранимым процедурам; * Создан Backup файл. |